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Abstract
In conditions of high dynamics of load on microservice architectures, managing the state of services becomes a 
critically important task. Traditional approaches do not always provide the necessary flexibility and adaptability, which 
requires the development of new management models and methods. This paper examines modern models designed 
to effectively manage the state of microservices, with an emphasis on their adaptation to changing load conditions. 
Various approaches to load balancing, automatic scaling, and fault tolerance are being evaluated. It is shown that the 
integration of machine learning methods and intelligent control systems can significantly increase the stability of the 
microservice architecture to load changes and minimize response time. As a result of the research, a comprehensive 
state management model for microservices is proposed, capable of adapting to dynamic conditions and ensuring high 
availability and system performance.
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Introduction

Modern information systems are rapidly evolving, with 
an increasing number of organizations transitioning to 
microservice architecture to build scalable and flexible 
applications. Microservices are autonomous modules 
that interact with each other to form complex distributed 
systems. One of the key advantages of this architecture is its 
ability to adapt to changing business requirements and scale 
in response to varying workloads. However, as systems grow 
in complexity and usage intensity increases, managing the 
state of microservices under high load dynamics becomes 
an increasingly challenging task. This necessitates the 
development of effective methods and models to ensure 
system stability and performance.

The relevance of this work lies in the fact that the modern 
business environment demands high availability and fault 
tolerance from information systems, regardless of sudden load 
spikes. Traditional approaches to service state management 
often fail to address the challenges posed by dynamic load 
changes, which can lead to decreased performance and 
system failures. In such conditions, it becomes essential to 
implement innovative management models capable of quickly 
adapting to changing operational conditions and ensuring a 
high degree of resilience in microservice systems.

The purpose of this article is to examine models for managing 
the state of microservices under conditions of high load 
dynamics.

Characteristics of Microservice Architecture and 
the Impact of Load Dynamics

The microservice architectural approach involves breaking 
down an application into individual components, each of 
which performs a specific task and interacts with others 
through simple protocols. This structure allows each service 
to operate autonomously, without significant dependency on 
other system elements.

The main advantage of the microservice approach is that 
small development teams can work on individual services 
without needing constant coordination with other teams. 
This reduces the complexity of each component and 
simplifies the process of making changes to the system. As 
a result, deployment processes are streamlined, and the risk 
of mutual failures between different parts of the application 
is minimized, enhancing the overall stability of the system.

Microservices also provide organizations with the ability to 
quickly adapt to changes and scale their software solutions. 
They enable the use of both proprietary and third-party 
software modules to accelerate development. However, it is 
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important to note that designing and managing microservice-
based architecture requires significant effort. Special 
attention must be paid to designing interfaces between 
services, which serve as public APIs. Additionally, modern 
tools and technologies are necessary to manage multiple 
microservices, which are most often deployed as containers 
or serverless functions [1].

Microservice architecture has several distinctive features that 
make it highly desirable in modern software development.

Firstly, microservices consist of independent components, 
each loosely coupled with others and capable of functioning 
autonomously. These components can be developed, 
deployed, and modified separately without affecting the 
overall operation of the application. This flexibility allows for 
the rapid implementation of new features, minimizing risks 
and reducing dependency on other parts of the system.

Secondly, microservice architecture simplifies maintenance 
and testing processes. This approach facilitates quick 
implementation and rollback of new features, accelerating 
the development cycle and time to market. The isolation of 
individual services makes it easier to identify and resolve 
errors, making maintenance more efficient.

A third important characteristic is that microservices 
are typically developed by small, independent teams. 
This approach encourages the use of agile development 
methodologies and DevOps practices, which speeds up 
development and enhances team autonomy.

Moreover, microservices are focused on solving specific 
business problems. Teams working on them possess a broad 
range of skills necessary to accomplish their tasks, allowing 
them to respond quickly to changes in business processes 
and implement new features.

Finally, infrastructure automation plays a key role in 

supporting microservices. The use of continuous integration, 
delivery, and deployment methods allows teams to work 
independently without disrupting other groups. This 
approach also enables the parallel deployment of new 
service versions alongside previous ones, reducing risks and 
providing flexibility in application management [2].

There are two main approaches to implementing load 
balancing in microservice architecture: server-side and 
client-side load balancing. Server-side load balancing is based 
on the traditional method where traffic is distributed through 
a specialized device or software called a load balancer. This 
load balancer is placed in front of the servers and distributes 
requests among them according to predefined rules or 
evenly, with the servers then processing the data. Some of 
the most popular solutions for server-side load balancing 
include tools like nginx and Netscaler.

Client-side load balancing, on the other hand, assigns the 
responsibility for distributing requests to the client itself. 
In this case, the client API must have access to a list of all 
available server instances, information that is typically 
stored in a service registry and hardcoded into the client’s 
software. The client then independently determines which 
server to send the request to, which requires it to be aware 
of all available server addresses and the corresponding load-
balancing logic.

This method effectively eliminates bottlenecks and avoids 
the creation of single points of failure that could negatively 
impact the system’s operation. With service discovery 
mechanisms, the client does not need to know the specific 
parameters of the server API in advance; it only needs to 
know the registered API name. All necessary information 
about the designated server APIs is provided by the server 
registry. The main advantages of client-side load balancing 
are summarized in Table 1.

Table 1. The main advantages of client load balancing [4].

Feature General Description
Reduced server load Delegating the load-balancing logic to the client reduces dependency on centralized load 

balancers, which can become bottlenecks under heavy traffic. This decreases overhead on server 
resources.

Increased scalability Client-side load balancing offers more flexible system scalability, as clients can quickly adapt to 
changes in server pools without waiting for updates from a central load balancer.

Enhanced fault tolerance Clients can implement advanced failure detection and health check mechanisms, enabling 
the system to respond faster to faults or overloads by bypassing problematic servers, thereby 
increasing overall resilience.

Improved performance Client-side balancing can significantly improve application performance by minimizing network 
latency and speeding up response times through the selection of optimal servers based on 
proximity, latency, and other criteria [3].

The development of microservices and cloud architectures 
has significantly transformed the process of software 
creation and deployment. The next phase in this evolution 
will involve changes in approaches to the management and 
operation of software products. In recent years, the focus 

has been on improving practices aimed at implementing 
continuous and progressive delivery methods. Although 
this area is still in its early stages, the industry has already 
begun to establish common approaches to best practices for 
software delivery [5].
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Thus, microservices represent a flexible and efficient tool for 
developing, scaling, and maintaining modern software systems.

Modern Approaches and Models for Managing the 
State of Microservices

Domain-Driven Design (DDD) is a software development 
method that focuses on modeling a system according to the 
specific requirements and characteristics of a particular 
domain. This approach involves a thorough examination and 
modeling of the problem space with which the application 
will interact. It is also crucial to emphasize the importance 
of close collaboration between domain experts and 
developers, which facilitates the creation of a comprehensive 
understanding of the domain and ensures its complexity is 
adequately reflected in the software.

Distributed architecture, where microservices play a key 
role, allows each service to be deployed independently of 
others. This means that different services can operate on 
various nodes within the system, providing flexibility and 
scalability.

Distributed services entail an architectural approach where 
application components or functions are spread across 
multiple machines or network nodes. This method, widely 
used in modern computing systems, enhances scalability, 
availability, and fault tolerance. In the context of microservices, 
each service is isolated and operates independently, which 
naturally makes it a part of a distributed system. For 
clarity, Table 2 highlights the key aspects of microservice 
architecture.

Table 2. Key aspects of microservices architecture [6].

Key Aspect of Microservice 
Architecture

General Description

Containerization Microservices are often packaged in containers (e.g., using Docker), which isolates the 
application and its dependencies, providing a consistent environment for development, 
testing, and production. Containerization simplifies deployment and resource management 
of infrastructure.

Orchestration Platforms like Kubernetes are used to manage the containers running microservices. These 
systems automate the deployment, scaling, and management of containerized applications, 
facilitating optimal service distribution across nodes and improving fault tolerance.

Service Discovery Dynamic service discovery is essential for microservices to interact with each other. Tools 
like etcd, Consul, or Kubernetes’ built-in mechanisms enable the discovery and connection to 
necessary microservices operating within the network.

Scalability One of the key advantages of microservice architecture is the ability for horizontal scalability. As 
demand increases, additional instances of microservices can be added, and the infrastructure 
should support flexible resource allocation in response to changing demands [6].

Let’s compare microservice architecture with monolithic 
architecture. Monolithic applications consist of a single 
codebase where all functions are tightly integrated with 
each other. This makes their development and maintenance 
complex and resource-intensive, especially as the system 
grows in size and complexity. Monolithic applications also 
have less flexibility in terms of scalability and updates: any 
change requires thorough testing of the entire system.

In contrast, microservices allow workloads to be distributed 
among individual services, making the system more adaptive 
and flexible. However, this architecture also introduces 
additional complexities in management and monitoring, 
as the number of interconnected components increases, 
requiring more sophisticated tools for their control.

The transition from monolithic architecture to microservices 
can be labor-intensive and challenging, especially if the 
existing application is difficult to break down into separate 
services. In such cases, a hybrid approach is possible, where 
the system is updated gradually using both monolithic and 
microservice elements.

An alternative option is the use of a modular monolithic 

architecture, where the code is divided into separate 
functional blocks. This approach retains the benefits of 
microservices in terms of modularity and independence while 
simplifying management and development by maintaining a 
single codebase.

Thus, the choice of architecture depends on the specific 
needs and scale of the project, as well as the required level of 
flexibility and scalability of the system.

The microservice-based architectural approach represents an 
innovative concept that significantly differs from traditional 
methods of application development. Unlike monolithic 
systems, where all components are tightly coupled and work 
as a whole, microservice architecture involves breaking an 
application into a series of autonomous yet interconnected 
modules. Each of these modules can be developed, tested, 
and deployed separately, providing greater flexibility 
and adaptability in the development and deployment 
process. These components interact through application 
programming interfaces (APIs) using lightweight protocols 
such as HTTP and REST, resulting in the functional integrity 
of the larger application.
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Microservice architecture includes several key elements that 
ensure its operation. In addition to separated services, the 
main components of this architecture are APIs, containers, 
service meshes, SOA concepts, and cloud technologies.

Regarding the role of containers in microservices, they 
play a crucial role in the implementation of microservices 
by providing an environment for the isolated execution of 
each service. Containers include all necessary dependencies 
for operation, allowing microservices to be developed and 
deployed independently of each other. Containers ensure 
efficient use of resources and contribute to scalability, as 
they allow services to be quickly deployed and shut down 
as needed.

Although the use of containers is not a mandatory 
requirement for the implementation of microservices, it 
significantly simplifies their operation. Modern container 
management tools, such as Kubernetes, automate processes 
for monitoring and restarting containers, minimizing the 
need for developer intervention.

While APIs provide the communication between services, the 
logic for managing this communication is often implemented 
at the infrastructure level using a service mesh. A service mesh 
creates proxy containers that route traffic between services, 
abstracting communication processes from the services 
themselves. This allows applications to effectively manage 
complex interactions between multiple microservices.

Modern cloud technologies offer an ideal infrastructure 
for deploying and managing microservices. Clouds provide 
scalable computing power on demand, as well as tools 
for orchestration, API management, and other necessary 
components. These elements play a vital role in maintaining 
the flexibility and efficiency of microservice architectures 
[7].

Development and Implementation of Adaptive 
Models for Managing the State of Microservices

Developing an e-commerce application involves deploying a 
set of microservices, each responsible for specific functions. 
These services might include an authentication and user 
management module, a component for managing product 
inventory, an order processing system, and a dedicated 
service for handling financial transactions.

Transitioning to a microservice architecture requires 
adherence to certain principles. First, the structure of the 
application should reflect the organization of the development 
teams, which helps better align natural boundaries and 
communication pathways. This enhances collaboration and 
understanding among team members, ultimately improving 
development efficiency.

Second, it is crucial to avoid creating tightly coupled, 
monolithic services. To achieve this, it is important to ensure 
loose coupling between microservices, minimizing shared 
code and data. Each module should be independent and 

easily deployable.

The third principle involves the gradual reorganization of 
an existing monolithic application by breaking it down into 
service objects. This facilitates the transition to microservices 
architecture, making the process more manageable.

Finally, interactions between microservices should be as 
simple and transparent as possible, using methods such as 
HTTP/REST or lightweight message queues. This allows the 
focus to remain on developing the logic within microservices, 
making communication between them more understandable 
and straightforward.

To deploy a microservice architecture, it is advisable to use 
modern cloud platforms that provide scalability and reliability. 
It is also important to design systems with potential failures 
in mind, ensuring resilience through the implementation of 
redundancy and fault tolerance mechanisms.

Each microservice should have its own autonomous data 
storage, which minimizes dependencies and simplifies 
scaling. The management of microservices should be 
distributed among development teams, granting them 
autonomy in decision-making.

Automating the deployment process and implementing CI/CD 
practices significantly speeds up the release of updates and 
reduces the risk of errors. Finally, it is important to establish 
monitoring and logging of all system components from the 
outset to promptly detect and resolve issues, maintaining 
high performance and reliability of the microservices [8].

Deploying micro-applications in a cluster requires 
consideration of both the necessary resources and the 
available capacities on servers. Engineers can set minimum 
and maximum resource usage parameters, such as CPU time 
and memory volume needed by a microservice. However, 
these parameters are often determined based on experience 
or previous runs, making them subjective and not always 
accurate. This creates challenges in predicting how many 
resources a microservice will need for effective operation.

Management tools like Kubernetes allow setting maximum 
resource usage limits, but there is no guarantee that the 
chosen parameters will be optimal for all workloads. Even 
if limits are set, they may not always be effectively enforced 
during the application’s operation, especially in programming 
languages where the runtime environment poorly interprets 
these restrictions, potentially leading to micro-application 
failures.

Setting minimum resources can also result in multiple 
microservices being hosted on a single server, leading to 
competition for limited resources and reduced performance. 
At the same time, distributing microservices across multiple 
servers can lead to inefficient resource utilization and 
increased network latency during data exchanges between 
servers, which can also negatively impact performance.

Clusters where micro-applications are deployed often 
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host multiple applications with varying requirements 
and functions. However, management tools are unable to 
accurately assess microservice needs in real-time. While 
cluster providers strive to optimize resource allocation, 
the lack of standards in setting resource requirements 
complicates this process.

Various strategies for placing microservices are employed to 
optimize resource usage. These include the spread strategy, 
bin-pack strategy, label strategy, and random strategy. 
Each has its own advantages and disadvantages, and none 
can guarantee optimal placement for all scenarios. These 
strategies are typically based on the current state of resource 
usage and do not consider usage history, which limits their 
effectiveness.

However, simply grouping closely related microservices is not 
enough to achieve optimal placement. It is also important to 
consider the actual resource usage of microservices during 
their operation. Management tools should analyze resource 

usage history to select the server that best meets the real 
requirements of the microservices.

Optimal placement of microservices requires the ability to 
move them between servers during operation. However, 
not all microservices can be moved without data loss or 
performance degradation. For instance, stateful microservices 
or those using external data storage may present challenges 
during migration.

Existing management tools offer simple mechanisms for 
moving microservices, but due to limitations of operating 
systems and frameworks, it is impossible to perform a full 
live migration of processes. An alternative is to use a three-
step sequence: create a copy of the microservice in the 
new location, wait for it to be ready, and then remove the 
old instance. This process helps avoid failures but requires 
careful configuration of micro-applications. Below, Table 3 
outlines the advantages and disadvantages of implementing 
adaptive state management models for microservices.

Table 3. Advantages and Disadvantages of Implementing Adaptive State Management Models for Microservices [9].

Advantages Disadvantages
Improved system performance and resilience Increased complexity in development and implementation
Adaptive models allow dynamic adjustment of resources 
and processes, enhancing microservice performance and 
resilience.

Developing and maintaining adaptive models requires high 
expertise and significant effort.

Flexibility and scalability Increased architectural complexity
Systems can adapt to changing loads by automatically scaling 
resources.

Integrating adaptive models can complicate the microservice 
architecture.

Resource optimization Higher monitoring and control costs
Systems with adaptive models can optimize resource usage, 
reducing costs.

Additional tools are needed for monitoring and analyzing the 
system’s state.

Automation of state management Risk of unforeseen issues
State management processes can be automated, reducing the 
need for manual intervention.

Adaptive models may make decisions that lead to 
unpredictable outcomes if not properly configured.

Increased reliability and fault tolerance Need for constant updates and adjustments
Adaptive systems can recover more quickly from failures and 
continue operating in the event of component failure.

Adaptive models require regular updates and adjustments 
for effective operation.

Thus, optimizing and managing the placement of 
microservices are key aspects that require both careful 
analysis of current resource usage and a well-considered 
approach to their dynamic relocation and updates.

Conclusion
The study of state management models for microservices 
under conditions of high load dynamics highlights the 
necessity of employing modern methods and approaches 
that ensure the adaptability and resilience of systems. The 
application of intelligent management systems and machine 
learning methods has proven effective in maintaining stable 
operation of microservice architecture during significant 
load fluctuations. The management model proposed in 
this work, focused on adaptation to dynamic conditions, 
demonstrates the ability to maintain high levels of system 

availability and performance. This makes it a promising tool 
for implementation in industrial systems to enhance their 
reliability and efficiency.
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